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Abstract:
This paper focuses on maintenance of Legacy databases which are obviously valuable assets to many organizations. One solution to modernize the legacy databases is to migrate and transform their structures and corresponding contents to the new systems. Maintaining a legacy database is a difficult task especially when system documentation is poor written or even missing. To handle the legacy database maintenance efficiently the database reverse engineering methodology plays a key role. The problem of choosing a method for the reverse engineering of relational database systems is not trivial. Methods have different input requirements and each legacy system has its particular characteristics that restrict information availability. Hence there is few number of research works done in the field of software reverse engineering. This study analysis the existing techniques in the selection of reverse engineering of relational databases.
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1.1. INTRODUCTION

Information systems are accepted now as a source of competitive advantage for organizations. They have to incorporate fast changes resulting from the evolutions that characterize enterprises today.

Generally, in large organizations, the amount of saved and manipulated data is becoming more and more important; the information manipulated by automated procedures, have been designed and structured by several generations of analysts and database administrators.

As a consequence, there is a situation where a lot of redundant information is identified, undeclared dependencies and incoherent sources [4]. Giving order to data becomes a necessity. Instead of designing a new system from the beginning, a reverse engineering process allows to design a new database schema by using the existing system and the old conception efforts.

Legacy systems are old software systems that are crucial to the operation of a business. These systems are expected to have undergone changes in their lifetime due to changes in requirements, business conditions and technology. It is quite likely that such changes were made without proper regard to software engineering principles.

The result is often a deteriorated structure, which is unstable but cannot be discarded because it is costly to do so. Moreover, another reason for retaining these legacy systems is that they embed business knowledge which is not documented elsewhere.

Since it is often not feasible to discard a system and develop a new one, techniques must be employed to improve the structure of the existing system. An effective strategy for change must be devised; re-engineering is one such strategy. Re-engineering is a process that transforms or re-implements legacy systems to make them more maintainable.

The re-engineering option should be chosen when system quality has been degraded by regular change, but change is still required i.e. the system under consideration has low quality but a high business value, and the re-engineering effort is less risky and less costly than system replacement.

Reverse engineering of software refers to the process of discovering source code and system design from the available software.

Typically, database reverse engineering is the process of extracting design specifications from legacy systems and making the reverse transformation from logical to conceptual schema.

The evolution of databases has always been an active research area as indicated by the quantity of studies done in the past. Database reverse engineering (DRE) has become an important research field these last few years [1,2] even though the pioneering work started at the very beginning of the 83s [3].

Over the years, the research and publications in DRE by both communities has been mainly in three areas as illustrated in Figure 1.

- DRE translation and methodologies algorithms
- DRE tools
- The DRE of specific applications and experiences in DRE
2. NEED OF DATA REVERSE ENGINEERING

The need for knowledge acquisition in the system development process is prevalent during the reverse engineering of legacy systems. As it is known that, legacy systems are usually poorly documented jumbles of unintelligible code that really must be understood in order to proceed correctly with new systems development. As a part of the reverse engineering process the data, be it flat files or a database, must be mastered. DRE can greatly assist in this process no matter the reason for the knowledge acquisition whether it be system maintenance, reengineering, extension, migration, or integration. Another nice thing that DRE assists us in performing is quality assessment. It is possible to use the techniques involved to determine the quality of vendor databases [34]. DRE can also assist us in converting from any current data environment (flat files, databases, etc.) to new database technology. This is desperately needed with the rapid changes in database technology. The last two feature of the list of reasons to perform DRE, allow companies to correctly and efficiently manage their data. While using the data more and more as information, there is a need to efficiently manage them and must be able to perform data administration and component reuse easily and pragmatically. DRE was very prevalent during the Y2K work that was done at the end of the millennium. Currently, DRE is assisting in various areas

- evaluation of packages [34]
- test planning [35]

3. LITERATURE SURVEY ON SOFTWARE AND DATABASE REVERSE ENGINEERING

Maqbool et al [12] explored the use of data mining for software reverse engineering i.e. given the source files of a software system; they use association rule mining algorithms and tools to gain insight about the software. Most traditional reverse engineering tools focus on abstraction and analysis of source code, presenting a visual representation of the software architecture. This approach can be both helpful and cost effective in software maintenance tasks. However, where large software teams are concerned, with moderate levels of employee turnover, traditional reverse engineering tools can be inadequate. To address this issue, Xiaomin et al [13] examined the use of software process data, such as software artifact change history and developer activities. The application of this data confers additional information developers need to better understand, maintain and develop software in large team settings. The knowledge based approach used in [14, 15] requires, as input, the data instances and relation-schemes, including primary keys. Optionally, the user may insert some inclusion dependencies. The assumptions made are 3NF, consistent naming of attributes and no error on key attributes values. The output given is an Extended-Entity-Relationship (EER) model. The methodology has three major steps: (i) classification of relations and attributes, based on the relation-schemas and its primary keys, (ii) generation and verification, against data instances, of inclusion dependencies using heuristics based on the classified relations and attributes; (iii) identification of EER components using a list of rules. The main contributions of this work are the generation of inclusion dependencies and the complete justification of the...
transformations applied to the existing database to produce the resulting EER model. The detailed description of the method in knowledge based reverse engineering in relational databases [14] highly contributes to consider its application in actual DBRE cases. It should be noted that, in each step, the cases in which human input is required are clearly identified for constructing reverse engineering using EER model [15]. The concept of transforming relational schemas into conceptual schemas [16] requires as input, the relation-schemes, functional dependencies and inclusion dependencies. Relations are assumed to be in 3NF. The output is a conceptual schema described as a pair containing a language L and a set IC of typing, mapping and generalization constraints. The methodology has four steps: (i) splitting of relation schemes that correspond to more than one object; (ii) addition of extra relation schemes to handle the occurrence of certain types of inclusion dependencies; (iii) collapsing of the schemes of the relations that correspond to the same object type; (iv) application of the schema mapping that converts a relational schema into a conceptual schema. This method is based on the well-established concepts of relational database theory. It is very complete, in terms of the description of the reverse engineering steps, but with the drawback of needing all keys and inclusion dependencies. Note also that at beginning of step (iv), when the mapping is ready to be done, the input information is already “clean and neat”. So the mapping process is simple and automatic, with each relation scheme giving rise to an object type. The extended entity relationship object structure approach proposed in [17] requires, as input, the relation schemes, key dependencies and key-based inclusion dependencies, i.e. referential integrity constraints. Relations are assumed to be in Boyce-Codd normal form (BCNF), considering only the “relevant” functional dependencies (i.e. allowing hidden-objects). So, in our classification, this method is classified as not assuming 3NF. The output is an EER model. The methodology has five steps: (i) transformation of relational schemas into a form appropriate for identifying EER object structures; (ii) examination of the relation-schemes, functional dependencies and inclusion dependencies obtained after the transformations in order to detect whether they satisfy a set of properties; (iii) determination of the type of object-interaction for each inclusion dependency; (iv) derivation of a candidate EER schema using some mapping rules; (v) examination of the quality of the generated EER schema. The approach is very demanding on the input. In spite of not requiring that relation-schemes represent single-object sensor names consistency, it requires all key functional dependencies and key-based inclusion dependencies. Dependencies are not even a common type of input. They consider that the main contribution of this work is the formalization of the mappings between schemas. The entity relationship approach for designing conceptual database in [18] only requires as input the relation schemes, although with several assumptions: 3NF or BCNF relations are required; coherency on attribute names: there are no ambiguities in foreign keys and there are no homonyms; and all candidate keys must be specified. The output is an EER model and the used methodology has the following steps: (i) relations are processed and classified, with human intervention, so that assumptions are satisfied; (ii) the classified relations are mapped based on its classification and the key attributes; (iv) the special cases of non-classified relations are handled on a case-by-case basis. The method’s goal is to resolve the most common situations rather than to claim exhaustiveness. This method is driven by the detection of relationships, which are discovered by observing the primary and candidate key attributes, referential constraints and inclusion dependencies. The method reveals the drawback of requiring, earlier in the process, semantic input. The dependency based approach in [19] requires, as input, the relation schemes, with unique and not null constraints, data instances and code. The assumptions identified in our framework are not mandatory. The output is an EER model. The methodology followed (i) proposes inclusion dependencies using relation-schemes, database instances and equip-join queries from the code; (ii) proposes relevant non-key functional dependencies using relation-schemes, candidate keys, and the inclusion dependencies not rejected by the user; (iii) then it uses a decomposition normalization algorithm to obtain a 3NF schema; (iv) the mapping from the relational schema into an EER one is done. To be noted that, among the analyzed methods, this is the only one that includes the normalization of the relational schema. However, hidden objects, by option of the user or not revealed by equijoins, may persist. Object oriented modeling was used in [20, 21] requires, as input, the relation schemes and data. The assumptions identified in our framework are not mandatory. The output is an Object Modeling Technique (OMT) model. The methodology, has the following steps: (i) prepares an initial object model representing each relation as a tentative class; then (ii) the user should look for candidate keys using some clues described; then (iii) the user should determine foreign key groups using, again, some clues described; (iv) the refinement of the OMT schema is progressively done by the user based on given guidelines that include querying data. This method is characterized by allowing only the automation of small steps, due to the high level of human input required. It is intended to process some tricky representations, providing guidelines for coping with design optimizations and unfortunate implementation decisions. This method gives several clues on how/where the user should look for the types of information needed. The relational schema abstracted using procedural patterns was developed in [22] requires, as input, the relation-schemes and code. The assumptions identified in our framework are not mandatory. The output is an ER model. The methodology has three phases: (i) identification of primary keys: at the end of this phase, each relation must have a primary key or, at least, a hypothesis for the primary key and possible candidate keys; (ii) detection of indicators of synonymy and referential key constraints using SQL instructions in the code; (iii) conceptualization: using the four types of indicators found - schema, primary key, SQL and procedural indicators - the conceptual model is derived. Notice that this method is based on clues. The clues are adopted to cope with unusual implementation techniques, optimization choices, poor Data Definition Language and code errors, among others. Since the introduction of a famous association technique known as Apriori algorithm and its variants are used in [23,24], there have long been immense attempts to integrate this technique to improve database design, consistency checking, and querying. Han et al. [25] improved the DB Miner system to work with relational databases and data warehouses. DB Miner can do many data mining tasks such as classification, prediction and association. Sreenath et al [26] adopted Apriori algorithm to work with relational database system. They created Fast Update algorithm to search association data when the system has new transaction.
Tsechansky et al [27] applied Apriori to find association data from many relations in the database. Berzalet al [28] used Tree-Based Association Rule mining (TBAR) to find association data in relational database. They kept large item set in tree structure format to reduce time cost in association process. Hipp, Günzter and Grimmer [29] implemented Apriori algorithm with C++ programming language to work on DB2 database system. They used the program to find association data in Daimler-Chrysler Company database. In parallel to the attempts of applying learning techniques to existing large databases, researchers in the area of database reverse engineering have proposed some means of extracting conceptual schema. Lee and Yoo [30] proposed a method to derive a conceptual model from object-oriented databases. The derivation process is based on forms including business forms and forms for database interaction in the user interface. The final products of their method are the object model and the scenario diagram describing a sequence of operations. The work of Perez et al. [31] emphasized on relational object-oriented conceptual schema extraction. Their reverse engineering technique is based on a formal method of term rewriting. They use terms to represent relational and object-oriented schemas. Term rewriting rules are then generated to represent the correspondences between relational and object-oriented elements. Output of the system is the source code to migrate legacy database to the new system. Recent work in database reverse engineering has not concentrated on a broad objective of system migration. Researchers rather focus their study on a particular issue of semantic understanding. Lammari et al. [32] proposed a reverse engineering method to discover inter-relational constraints and inheritances embedded in a relational database. Chen et al. [33] also based their study on entity relationship model. They proposed to apply association rule mining to discover new concepts leading to a proper design of relational database schema. They employed the concept of fuzziness to deal with uncertainty inherited with the association mining process. Our work is also in the line of association mining technique application to the database design. But our main purpose is for the understanding of legacy databases and our method deals with uncertainty by means of heuristic in the step of rule filtering.

4. CONCLUSION

The area of DRE continues to grow rapidly. The Y2K problem assisted in the software community gaining the knowledge that the data within organizations are valuable and within legacy systems essentially not understood. Correctly done, DRE can and does benefit organizations in the understanding of their current legacy systems, in the migration of their systems to new technology, and in the quality assessment of new software system. Recent work in database reverse engineering has not concentrated on a broad objective of system migration. Researchers rather focus their study on a particular issue of semantic understanding.

In legacy systems that design documents are incomplete or even missing, the system maintenance or modification is a difficult task due to the lack of knowledge regarding high level design of the system. To tackle this problem, a database reverse engineering approach is essential. Legacy systems have their own intrinsic characteristics and it is not easy to know all the relational concepts: relation schemes, primary keys, alternate keys, functional dependencies and inclusion dependencies. On the other hand, existing DBRE methods, or contributions to some particular problem, cover different cases of required input. The future work of this study aims at developing an optimal database and software reverse engineering process using the data mining techniques which provides hidden information on understanding and construction efficient reverse engineering process.
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